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1 Abstract

We propose to use constructive type theory to specify computational models used in sus-
tainability science. We hope that this will lead not only to more correct implementations
of these models, but also to closer ties between the computer science and the sustainability
communities, and to the uncovering and clarification of important concepts of sustainability
science.

2 Exploratory models in sustainability science

Sustainability science studies “socio-ecological systems” [8], which are commonly modelled
by using interacting dynamical systems representing economical agents and physical entities
such as the atmosphere, the oceans, forests, cultivated lands, etc. The interactions between
these systems often have consequences which are difficult to predict. Especially for decision
making, it is vital that (at least) the space of possible consequences is explored.

Accordingly, we propose to concentrate on the class of models which are used to explore the
“first-order effects” of decisions. Such models are meant to help us understand the interactions
between the components of socio-ecological systems and to assist policy makers. This is in
contrast to the class of predictive models, whose aim is to obtain accurate forecasts or optimal
policies. Exploratory models are generally simpler than predictive ones, but they usually have
the same structure. Predictive models usually just add more details to that structure, for
example additional models to account for albedo effects in models of climate change, or use
higher resolutions and more computationally expensive higher accuracy methods.

Although smaller in scale, the explorative models are still a very heterogeneous class:
continuous models versus discrete, components with very different time scales (slow for the
climate system, fast for the economic one), small number of aggregated agents versus large
number of very simple agents, and so on. The same decision problem can be modelled
by virtually any combination of these characteristics, which makes the results difficult to
compare.

At the same time, there are many similarities between these very different models, owing
to the fact that they are, after all, supposed to represent similar entities and processes. One
could expect that certain components could be reused between implementations, but this is
very rarely the case. On one hand, this is due to the variety of environments used for im-
plementation: these range from tools for formulating and integrating systems of differential
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equations, such as Vensim [4] or Simile [3], to platforms for discrete-time multi-agent simula~
tions, such as Swarm [2] or Repast [1]. This makes direct reuse of the code difficult. On the
other hand, the design of these components is often described either in an informal way (such
as a narrative or diagrams), or using high-level mathematical notation (for example, giving
the partial differential equations that were used to implement a small climate model): in any
case, the description will miss important parts of the context, which means that the design
will also not be easily reusable.

What is missing here are specifications of the computational model, as opposed to the
mathematical one or to an informal description of the model. This is not particularly sur-
prising: lack of specifications is quite common in the scientific programming community: for
example, a recent reference book, “Writing Scientific Software”, with the subtitle “A guide
to good style”, does not mention the word “specification” even once [13]. The reason for
this is perhaps that for many classical numerical problems, for instance linear programming,
there exist precise mathematical formulations of the algorithms (such as the simplex method),
together with analysis of stability and accuracy results. In such a situation, any other kind
of specification is perceived as redundant, overkill.

However, this is not the situation of the vast majority of exploratory models. As we men-
tioned in the beginning, these models are characterised by interacting dynamical systems,
which are often non-linear, implemented in terms of optimisation of non-linear functions (as
is the case in many economic models), integration of non-linear systems of partial differen-
tial equations (perhaps with stochastic components), or just heuristic “rules of thumb”. No
numerical analysis of such components is available, and it is difficult to distinguish, for exam-
ple, errors caused by round-off effects from those caused by a poor choice of an optimisation
method. Moreover, we can also not rely on our intuition when deciding whether a simulation
has given correct results: exploratory models are likely to give “unexpected” results. After all,
if we could characterise the space of possibilities from the beginning, we might not need these
models at all. But this means that in the absence of specifications, we cannot be sure that
we are seeing the emergent behaviour of the interacting systems we are modelling, instead of
the emergent behaviour of our implementation errors.

3 Using constructive type theory for specifications

Functional programming languages, with their clean syntax, staying close to the original
mathematical notation from which they borrow their expressive type systems, have often
been proposed as the appropriate vehicle for writing specifications (see, for example, [14, 7]).
We have successfully used the functional programming language Haskell [6] as a specification
language in various contexts, ranging from describing algorithms for relation-based computa-
tions in a distributed setting [P3, P9]!, to software components for computational vulnerabil-
ity assessment [P5, P6]. We have found that Haskell notation, for example, is easily picked up
by scientists, even by those who do not usually program. As always, mathematical training
helps, but since the Haskell specifications are actually executable, one can actually reach some
understanding by just running them.

Haskell specifications tend to have three elements: types, implementations and tests.
However the Hindley-Milner type system which Haskell uses does not allow us to express
all the properties in types: some of these will necessarily have to be expressed at the level

'References of the form “Pn” refer to the n’th paper in Ionescu’s publication list.”
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of the implementation. Implementations, in turn, tend to have much more detail than just
needed to express the specification, and moreover are the most fault-prone level of software
development. Hence, the usage of tools such as QuickCheck, which allow one to both express
some of the properties of the specification and to automatically test the correctness of the
implementation. As a simple example: in Haskell, the type of a sorting function is

sort :: Ord a = List a — List a.

This tells us about sort that it takes a list as input and returns a list as output, and (from
the Ord a = clause) that the elements of this list are required to be comparable (so that
they can be ordered). The same type is attributed to a function that outputs a list of the
maximal elements in the input, and to many other functions as well. In order to distinguish
sort from these other functions, we would like to express the requirement that it should
output an ordered permutation of the input, but we cannot do that at the level of types.
The implementation contains this information, of course, at least if it is correct, but it also
contains a lot of other details too (for example, the selection of an actual sorting algorithm).
This is not what scientists from, say, climate change research want to see. Thus, we write a
test function which then carries most of the specification:

prop_sort xs = permutation xs ys N\ ordered ys
where ys = sort s

(assuming some implementation of the predicates permutation and ordered).

In other cases, the tests do not tell the entire story. Consider the case of partial functions,
such as addition on vectors, which is only defined for vectors of the same size. The type of
this addition in Haskell is, say, Num a = Vector a — Vector a — Vector a, which does not
express the precondition at all. Therefore, testing the equality of the sizes of the arguments
can only be done within the implementation of the function.

Finally, there are situations in which we simply cannot express the desired properties at
alll We mentioned in the previous section that for the trial-and-error approach of exploratory
programming used in sustainability science there are often no guarantees that the round-off
errors induced by using floating point representations will not unduly influence the results. It
is not always easy to determine whether a surprising result of a simulation is due to a clever
trial or an insidious numerical error. What we can sometimes do, however, is to prove that, if
the algorithm would act on “real” real numbers, certain desired properties would hold. This
is typically the case when using transitivity and monotonicity arguments to ensure that the
investments of an agent will not exceed its capital, that wages will not become negative, and
so on. However, we cannot express this “what-if” scenario at any of the levels of the Haskell
specification.

This is how we came to the idea of using constructive type theory for specifying the kinds
of models described in the previous section. Because of the good experiences we have had
with Haskell (and the less pleasant ones with the alternatives), we were reluctant to abandon
the usage of a functional programming language for specifications. Now, constructive type
theory can be seen as a functional programming language [11], and, in fact, in the Chalmers
implementation Agda [12], one which is rather similar to Haskell. In many respects, Agda’s
syntax is cleaner and closer to mathematics. But, most importantly, the type system is strong
enough to express the entire specification, and “what-if” scenarios are available as postulates.
The implementation, then, will be correct simply by virtue of having the correct type, and it
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will show that the specification is consistent. We believe that having the specifications in one
place, at the level of types, will improve their understandability and will make them easier to
share with scientists from different disciplines.

When using Haskell as a specification language for components used in computational
vulnerability assessments in the field of climate change, we have been led to a perhaps more
valuable result: we were able to formalise and unify the various definitions of the elusive
concept of “vulnerability”, and share the understanding that we thereby reached with the
broader climate change community [P1, P2]. We hope that the usage of Agda will help us
find, analyse and better understand other key concepts of sustainability science.

4 Research plan

We will start by analysing typical exploratory models, among which we mention simplified
versions of the Lagom model of German economy [10], the Madiams models of Klaus Has-
selman et al. [9, 15] and the models of the energy sector currently under development at
Chalmers by Kristian Lindgren and Claes Andersson. It is important to note that all the
authors of these models have agreed to help in the attempt of finding the right computational
descriptions: otherwise, considering the amount of domain knowledge that is incorporated in
even the simplest of these models, it is unlikely that the analysis could be usefully done in a
reasonable time.

Within this interdisciplinary activity, we will attempt to understand and express the types
of the main components of the models. This will lead to a first kind of simple specifications, at
the level of Haskell types, which can be represented diagrammatically (similar to the diagrams
of category theory, or the graphs in Vensim [4]). This first rough cut will then be polished
by adding more significant details, using the additional expressiveness of the dependent type
system, until we obtain a number of Agda (re)implementations of the core components of
these models.

Special attention will be paid to separating the discrete mathematical aspects from the
continuous ones. For example, it is often the case that economic agents can be described at
one level as (possibly non-deterministic) finite automata, while at another they are (possibly
stochastic) continuous-time dynamical systems. For example, the agents can be in one of a
finite number of states, say “producing”, “consuming”, “engaged in trading”, in which they
receive queries about “profit” or “wage”, while the representations of these states and queries
will involve real vector spaces and functions. When dealing with the description and imple-
mentation of the latter components, we will study “postulational” solutions (as described in
the previous section and implemented in the Coq standard library [5]) versus implementation
of exact constructive real numbers. At the moment, there exists no implementation of con-
structive real numbers which could be used for our task (and for scientific programming in
general): it would be a desirable outcome of our project if we could at least identify the most
important components of such an implementation.

We hope to ensure the usability of the specifications we develop by making sure that they
are understandable to all the various scientists involved, and by implementing them in various
programming languages and environments.

Finally, we will collect the various specifications in a library, with links to the implemen-
tations available for each specification. In this way, we hope to improve the modelling ability
of the scientists involved in sustainability science.
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